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<https://www.google.com/search?num=60&client=ubuntu&espv=2&q=ragel+sql>

# Ragel

## package ragel

<https://godoc.org/code.google.com/p/biogo.ragel>

import "code.google.com/p/biogo.ragel"

Package ragel provides helper functions and types for building ragel-based parsers.

<http://www.reddit.com/r/golang/comments/3ai2h4/re2dfa_regular_expressions_into_finite_state/csctj39>

<http://www.colm.net/open-source/ragel/>

I spent the time to create a scanner for a toy language so I would have the framework ready for when I needed or for real. <https://github.com/dgryski/dpc/blob/master/lexer.rl>

## Modelling State Machines with Ragel

<https://speakerdeck.com/nelstrom/modelling-state-machines-with-ragel>

by [nelstrom](https://speakerdeck.com/nelstrom)

## A simple intro to writing a lexer with Ragel

<http://thingsaaronmade.com/blog/a-simple-intro-to-writing-a-lexer-with-ragel.html>

It seems that there is a fair variety of tools designed to make writing [Lexers, Scanners and Tokenizers](http://en.wikipedia.org/wiki/Lexical_analysis) easier, but [Ragel](http://www.complang.org/ragel/) has a reputation for being simple and consistently producing the fastest final code. This is a short and simple intro to Ragel for a common use-case: writing a Lexer for a programming language.

Start by making sure you have Ragel installed. This process varies for each OS so I'm not going to cover it in detail. On OS X it's as easy as installing [MacPorts](http://www.macports.org/) and then opening a terminal and typing 'sudo port install ragel'. You should now be able to use Ragel via the command-line.

Next you need to decide on your 'host language'. The host language is preferably the same language that the rest of your project is written in, though many people opt to use C for their lexer because of the dramatic increase in speed that it provides. Ragel supports a number of host languages including: C, C++, Objective-C, D, Java and Ruby. For the purpose of this intro we will be using Ruby as it won't obscure the Ragel-specific code as much as other languages would.

First let's create a blank file called 'lexer.rl' and then define an empty state machine inside it. Ragel state machines are defined inside blocks demarcated with '%%{ }%%' like so:

|  |  |
| --- | --- |
| 12345678 | # lexer.rl  %%{    machine test\_lexer;    }%%    %% write data; |

[**view raw**](https://gist.github.com/aarongough/474637/raw/ragel_lexer_blank.rl)[**ragel\_lexer\_blank.rl**](https://gist.github.com/aarongough/474637#file-ragel_lexer_blank-rl) hosted with ❤ by **[GitHub](https://github.com/)**

In this Ragel code block we are defining a blank state machine called 'test\_lexer', then telling Ragel that the state machine should be compiled in this file using the 'write data' directive. The ability to define where the state machine should be compiled is more useful once we start defining machines that span multiple files. Regions outside of '%%{ }%%' blocks and lines that do not start with '%%' are assumed to be written in the host language.

In Ragel the syntax for defining a lexer/scanner differs from that required for creating a normal state-machine and looks like this:

|  |  |
| --- | --- |
| 12345678910 | %%{    machine test\_lexer;    <scanner\_name> := |\*  <token\_description> => {<action>};  <token\_description> => {<action>};  \*|;    }%% |

[**view raw**](https://gist.github.com/aarongough/474638/raw/ragel_lexer_scanner_example.rl)[**ragel\_lexer\_scanner\_example.rl**](https://gist.github.com/aarongough/474638#file-ragel_lexer_scanner_example-rl) hosted with ❤ by **[GitHub](https://github.com/)**

If the 'scanner\_name' is 'main' then it is automatically run when our state machine is executed. An 'action' is a section of host-language code that is executed whenever the token represented by 'token\_description' is found. It could be something as simple as printing out the token, or it could be code to affect the state of something external like a parser.

Token descriptions can either be a string literal (like 'keyword') or a regular expression literal (like [0-9]\*). However it is much easier to read our final scanner if we store our token descriptions inside variables with useful names like so:

|  |  |
| --- | --- |
| 12345678910111213 | %%{    machine test\_lexer;    integer = <token\_description>;  float = <token\_description>;    main := |\*  integer => {<action>};  float => {<action>};  \*|;    }%% |

[**view raw**](https://gist.github.com/aarongough/474642/raw/ragel_lexer_scanner_example_w_name_tokens.rl)[**ragel\_lexer\_scanner\_example\_w\_name\_tokens.rl**](https://gist.github.com/aarongough/474642#file-ragel_lexer_scanner_example_w_name_tokens-rl) hosted with ❤ by **[GitHub](https://github.com/)**

We can compile our state machine by passing the file to Ragel like so:

|  |  |
| --- | --- |
| 1 | ragel -R lexer.rl |

[**view raw**](https://gist.github.com/aarongough/474643/raw/ragel_compile_command.sh)[**ragel\_compile\_command.sh**](https://gist.github.com/aarongough/474643#file-ragel_compile_command-sh) hosted with ❤ by **[GitHub](https://github.com/)**

The '-R' switch tells Ragel that we're using Ruby as our host language. This command will produce an output file called 'lexer.rb' which we can run by itself or incorporate into a larger project.

In order to actually run a state machine we need to encapsulate several Ragel directives (lines starting with '%%') into a function definition like this:

|  |  |
| --- | --- |
| 12345678910 | def run\_lexer(data)  data = data.unpack("c\*") if(data.is\_a?(String))  eof = data.length  token\_array = []    %% write init;  %% write exec;    puts token\_array.inspect  end |

[**view raw**](https://gist.github.com/aarongough/474644/raw/ragel_lexer_run_lexer.rb)[**ragel\_lexer\_run\_lexer.rb**](https://gist.github.com/aarongough/474644#file-ragel_lexer_run_lexer-rb) hosted with ❤ by **[GitHub](https://github.com/)**

Our 'run\_lexer' function serves several purposes: it unpacks our data string into an array of ordinal values, it tells the state machine how long our data is using the 'eof' variable, it creates a blank array for our tokens, initializes the state machine with 'write init', executes it with 'write exec' and then tells us about the tokens found by outputting a human-readable version of our token\_array to stdout.

Now that these pieces are in place we're ready to start defining our lexer. The first step is defining our token description for an integer:

|  |  |
| --- | --- |
| 1234567 | %%{    machine test\_lexer;    integer = ('+'|'-')?[0-9]+;    }%% |

[**view raw**](https://gist.github.com/aarongough/474645/raw/ragel_lexer_w_token.rl)[**ragel\_lexer\_w\_token.rl**](https://gist.github.com/aarongough/474645#file-ragel_lexer_w_token-rl) hosted with ❤ by **[GitHub](https://github.com/)**

We have to define a description for each token that may be present in the source data. It's worth noting that in Ragel encountering an unknown pattern/token counts as an error, so we will have to later define a pattern for everything that could be in the grammar we're lexing, including whitespace, even though we're not actually doing anything with it.

Now we will create a basic scanner definition that looks for an integer, but does nothing with it:

|  |  |
| --- | --- |
| 1234567891011 | %%{    machine test\_lexer;    integer = ('+'|'-')?[0-9]+;    main := |\*  integer;  \*|;    }%% |

[**view raw**](https://gist.github.com/aarongough/474647/raw/ragel_lexer_definition.rl)[**ragel\_lexer\_definition.rl**](https://gist.github.com/aarongough/474647#file-ragel_lexer_definition-rl) hosted with ❤ by **[GitHub](https://github.com/)**

Next we'll create our first action based on a token:

|  |  |
| --- | --- |
| 1234567891011 | %%{    machine test\_lexer;    integer = ('+'|'-')?[0-9]+;    main := |\*  integer => { puts "Integer" };  \*|;    }%% |

[**view raw**](https://gist.github.com/aarongough/474649/raw/ragel_lexer_w_action.rl)[**ragel\_lexer\_w\_action.rl**](https://gist.github.com/aarongough/474649#file-ragel_lexer_w_action-rl) hosted with ❤ by **[GitHub](https://github.com/)**

Sections of Ragel code inside braces like '{ puts "Integer" }' are actually written in the host language, in this case Ruby. So at this point if we were to run the lexer against a string like "190" you would simply see "Integer" written to stdout.

If we want to do something more useful with the token we have captured then we need to use the 'ts' and 'te' variables that are defined by the Ragel scanner. 'ts' stands for 'token start', while 'te' stands for 'token end'. These represent the indices from our data array that match the start and end of the current token. In Ruby we could use them like so:

|  |  |
| --- | --- |
| 1234567891011 | %%{    machine test\_lexer;    integer = ('+'|'-')?[0-9]+;    main := |\*  integer => { puts "Integer: " + data[ts..te].pack("c\*") };  \*|;    }%% |

[**view raw**](https://gist.github.com/aarongough/474652/raw/ragel_lexer_token_extraction.rl)[**ragel\_lexer\_token\_extraction.rl**](https://gist.github.com/aarongough/474652#file-ragel_lexer_token_extraction-rl) hosted with ❤ by **[GitHub](https://github.com/)**

If we were to run this scanner against a string like "-999" we would see "Integer: -999" on stdout. This shows that it's pretty easy to capture the data we care about, from here we just need to devise a method for storing this data. Let's setup a function called 'emit' that will append the current token to an array:

|  |  |
| --- | --- |
| 123 | def emit(token\_name, data, target\_array, ts, te)  target\_array << {:name => token\_name.to\_sym, :value => data[ts...te].pack("c\*") }  end |

[**view raw**](https://gist.github.com/aarongough/474654/raw/ragel_lexer_emit_token.rb)[**ragel\_lexer\_emit\_token.rb**](https://gist.github.com/aarongough/474654#file-ragel_lexer_emit_token-rb) hosted with ❤ by **[GitHub](https://github.com/)**

And then incorporate it into the action associated with the integer token:

|  |  |
| --- | --- |
| 12345678910111213 | %%{    machine test\_lexer;    integer = ('+'|'-')?[0-9]+;    main := |\*  integer => {  emit(:integer\_literal, data, token\_array, ts, te)  };  \*|;    }%% |

[**view raw**](https://gist.github.com/aarongough/474655/raw/ragel_lexer_action_emmit.rl)[**ragel\_lexer\_action\_emmit.rl**](https://gist.github.com/aarongough/474655#file-ragel_lexer_action_emmit-rl) hosted with ❤ by **[GitHub](https://github.com/)**

You'll notice the action definition is now spread across multiple lines for readability. Running this lexer against a string like "-101" will now produce an array like:

|  |  |
| --- | --- |
| 1 | [{:name => :integer\_literal, :value => "-101" }] |

[**view raw**](https://gist.github.com/aarongough/474656/raw/ragel_lexer_emit_example.rb)[**ragel\_lexer\_emit\_example.rb**](https://gist.github.com/aarongough/474656#file-ragel_lexer_emit_example-rb) hosted with ❤ by **[GitHub](https://github.com/)**

So you can see we now have everything in place to build out our lexer to handle the full target grammar, which we can do quite simply by adding further token descriptions and their associated actions, the code for our full lexer will look like this:

|  |  |
| --- | --- |
| 12345678910111213141516171819202122232425262728293031323334353637383940414243444546474849505152 | =begin  %%{    machine simple\_lexer;    integer = ('+'|'-')?[0-9]+;  float = ('+'|'-')?[0-9]+'.'[0-9]+;  assignment = '=';  identifier = [a-zA-Z][a-zA-Z\_]+;    main := |\*    integer => {  emit(:integer\_literal, data, token\_array, ts, te)  };    float => {  emit(:float\_literal, data, token\_array, ts, te)  };    assignment => {  emit(:assignment\_operator, data, token\_array, ts, te)  };    identifier => {  emit(:identifier, data, token\_array, ts, te)  };    space;    \*|;    }%%  =end    %% write data;  # %% this just fixes our syntax highlighting...    def emit(token\_name, data, target\_array, ts, te)  target\_array << {:name => token\_name.to\_sym, :value => data[ts...te].pack("c\*") }  end    def run\_lexer(data)  data = data.unpack("c\*") if(data.is\_a?(String))  eof = data.length  token\_array = []    %% write init;  %% write exec;    puts token\_array.inspect  end |

[**view raw**](https://gist.github.com/aarongough/474659/raw/ragel_lexer.rb)[**ragel\_lexer.rb**](https://gist.github.com/aarongough/474659#file-ragel_lexer-rb) hosted with ❤ by **[GitHub](https://github.com/)**

You'll notice that our last token description 'space' is not defined anywhere, that's because it is a token description built into Ragel. There is no action associated with this token because we don't want to do anything with it, we simply need to define it to say that whitespace is valid in our target grammar.

We can run our new lexer against data very easily like so:

|  |  |
| --- | --- |
| 12 | run\_lexer("test = -100")  #=> [{:value=>"test", :name=>:identifier}, {:value=>"=", :name=>:assignment\_operator}, {:value=>"-100", :name=>:integer\_literal}] |

[**view raw**](https://gist.github.com/aarongough/474661/raw/rage_lexer_run_example.rb)[**rage\_lexer\_run\_example.rb**](https://gist.github.com/aarongough/474661#file-rage_lexer_run_example-rb) hosted with ❤ by **[GitHub](https://github.com/)**

This obviously provides a pretty solid base against which we can start implementing something more serious. If you're interested in learning more about Ragel and it's possible applications check out the [Ragel site](http://www.complang.org/ragel/) and the [Ragel user guide](http://www.complang.org/ragel/ragel-guide-6.6.pdf).

# Ragel Parsers

## [Sql.rl](https://gist.github.com/umjasnik/1524986), simple SQL parser using ragel

<https://gist.github.com/umjasnik/1524986>

simple SQL parser using ragel - get all tables that are referenced in a SQL statement

## Building tokenizers with Ragel

<https://engineering.emcien.com/2013/04/5-building-tokenizers-with-ragel>

## A Hello World for Ruby on Ragel 6.0

<http://www.devchix.com/2008/01/13/a-hello-world-for-ruby-on-ragel-60/>

January 13, 2008 by [**Ana Nelson**](http://www.devchix.com/author/ana-nelson/)

This is an updated version of [this tutorial](http://www.devchix.com/2007/12/13/a-hello-world-for-ruby-on-ragel/). This updated version is compatible with Ruby 1.8 and Ruby 1.9, and Ragel 6.0. A version of this tutorial in Portuguese is available [here](http://artigos.waltercruz.com/a-hello-world-for-ruby-on-ragel/).

By the end of this post, you’ll be able to turn a simple string “h” into the much longer and more interesting string “hello world!” using the magic of Ragel, all from the comfort of Ruby. Ragel is a very powerful state machine compiler and parser generator, which is at the heart of software like Mongrel and Hpricot. It’s able to generate C, C++, Objective-C, D, Java or Ruby code.

Ragel has excellent documentation provided by the author. My goal here is just to give you some context so that the documentation “sticks” when you read it, and to give you a working example which you can modify as you explore Ragel’s functionality. If you want to skip ahead, the full example is[here](http://ananelson.com/blog/2008/01/simple_state_machine.rl).

The first step, of course, is installing Ragel. The [Ragel home page](http://www.complang.org/ragel/) has a Download section which lists ports for various platforms. If you already have Ragel installed, check that the version is 6.0 or higher. You can also compile and install Ragel from the source. Even if you don’t want to install from source it’s handy to have a copy of it to get some examples to play with. The subversion repository for Ragel is located here:

http://svn.complang.org/ragel/trunk/

As usual the test/ directory is your friend, also check out the examples/ directory. As per [this thread](http://www.complang.org/pipermail/ragel-users/2007-June/000252.html), try searching for “LANG: ruby”.

When writing Ragel code, you create a file with a .rl extension. The .rl file is written in the “host” language, in this case Ruby, and the Ragel machine specification is embedded within the Ruby code using special delimiters. There’s actually no obligation to specify a state machine, so a perfectly valid .rl file is:

puts "hello world"

Don’t worry, I’m going to do a better Hello World than that, but this is a good place to start. To convert this .rl file into an executable .rb file, use the “ragel” command with a -R flag to indicate that you want Ruby code.

ragel -R hello\_world.rl

This will create a file entitled hello\_world.rb with the following contents:

# line 1 "hello\_world.rl"  
puts "hello world"

I’ll, er, leave executing that file as an exercise for the diligent student.

Ragel actually does this conversion in 2 stages. First it creates an XML file, then converts the XML to Ruby. If you want to view this intermediate XML then you can pass the -x flag in addition to the -R flag.

ragel -R -x simple\_state\_machine.rl > simple\_state\_machine.xml

Now, let’s write some actual Ragel. Start a new .rl file or [download the example](http://ananelson.com/blog/2008/01/simple_state_machine.rl) and read along. We’re going to create a machine which prints “hello world!” when it’s passed the string “h”, and does nothing otherwise. To indicate to the ragel compiler that we are writing instructions for it, and not Ruby code, we need to place our Ragel code within double-percent-sign-curly-brackets %%{ and }%% , or you can enter a single line instruction by just typing %%. (See page 6 of the User Guide.) Here’s our state machine specification:

%%{  
 machine hello;  
 expr = "h";  
 main := expr @ { puts "hello world!" } ;  
}%%

A quick overview of what’s happening here. The name of this machine is “hello” (Ragel makes us name it). It recognizes a single token, the string “h”. When it encounters that token, it performs (in Ruby) the action:

puts "hello world"

Now, if you were to run the ragel command on this file it would compile, but you would basically end up with a blank Ruby file. We have only specified the machine, we also have to tell Ragel to actually translate this machine into Ruby code using Ragel’s write statements. The first write statement we need to add is

%% write data;

If you add this line after the state machine definition block, it will compile, as long as you remember to add a blank line afterwards. (After you’ve worked with parsers for a while you come to appreciate newlines in a whole new way.) After adding this line and compiling, you should have a rather significant Ruby file with lots of class << self statements all generated by Ragel. You don't need to study this code, at least not right now. It's pretty dull and ugly. And, if you run the ruby file at this point, you won't see any output.

There are 2 more write statements to add, and for convenience we're going to place them within a ruby method. The argument to this method is going to be the string we want to parse. Ragel expects to find a variable named "data" containing an array of ASCII codes, so we will need to convert our string to an array. This is done very easily in Ruby using the unpack method.

def run\_machine(data)  
 data = data.unpack("c\*") if data.is\_a?(String)  
 %% write init;  
 %% write exec;  
end

write init tells Ragel that we want to generate initialization code for the state machine. The code Ragel generates here is:

begin  
 p ||= 0  
 pe ||= data.length  
 cs = hello\_start  
end

The variable p keeps track of which character in the data string we are currently parsing, starting at 0. pe is an upper limit for p. cs stores the current state of the state machine, and here it is initialized to the starting state of the state machine. These variables are discussed in the User Guide.

write exec tells Ragel to write the meat of the parser (finally!). The code generated here will actually take an input (the data argument) and determine what the state of the system should be based on that input, executing any actions which might be triggered along the way. Let's add some puts statements so we can follow the code execution.

def run\_machine(data)  
 data = data.unpack("c\*") if data.is\_a?(String)  
 puts "Running the state machine with input #{data}..."  
  
 %% write init;  
 %% write exec;  
  
 puts "Finished. The state of the machine is: #{cs}"  
 puts "p: #{p} pe: #{pe}"  
end

Just add 2 more lines at the end to call run\_machine with various arguments and then we can actually compile and run our state machine.

run\_machine "h"  
run\_machine "x"

And here we go...

Running the state machine with input 104...  
hello world!  
Finished. The state of the machine is: 2  
p: 1 pe: 1  
Running the state machine with input 120...  
Finished. The state of the machine is: 0  
p: 0 pe: 1

It worked! Now, to help us interpret the values of p, pe and cs let's take a look at the state chart of this state machine. Ragel has built-in Graphviz support to create state charts. We need to use the -V flag instead of -R.

ragel -V simple\_state\_machine.rl > simple\_state\_machine.dot

If you render the resulting simple\_state\_machine.dot file in [Graphviz](http://www.graphviz.org/), you should get something like this:
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We can see that the state machine has only one possible transition, from state 1 to state 2. When we passed "h" as the parameter to run\_machine we did indeed end up with the variable cs (current state) equal to 2 at the end of our run. When "x" was passed, we ended up with cs = 0. 0 is the error state, indicating that an error occurred in the state machine. (You can tell that 0 is the error state by reading some of the variable assignments generated by write data, the code I said was dull and ugly.)

In the label 104/4:18 over the arrow transitioning from state 1 to state 2, the 104 corresponds to the ASCII code for the letter "h". (Type "?h" in irb.) The / indicates that an action is being performed, and 4:18 tells us that the action starts at line 4, column 18 of the .rl file. Had we given our action a name, that would have appeared here instead of the file position.

By the way, here's the (textmate-specific) shell script I use to run all these steps quickly:

ragel -R simple\_state\_machine.rl  
ragel -V simple\_state\_machine.rl > simple\_state\_machine.dot  
dot -Tpng simple\_state\_machine.dot > simple\_state\_machine.png  
open simple\_state\_machine.png  
ruby simple\_state\_machine.rb  
mate simple\_state\_machine.out

Now, try running this code:

run\_machine "hh"

You should get:

Running the state machine with input 104104...  
hello world!  
Finished. The state of the machine is: 0  
p: 1 pe: 2

You don't get "hello world!" twice. Sorry. Our state machine is only looking at a the first character we pass. It knows we gave it two characters, the variable pe = 2, but after it evaluates the first character it's in a final state. There's no arrow coming out of the state 2 circle. So, passing additional input results in the system entering the error state. If we want the entire data string to be evaluated, we need to make a small change to our machine specification.

main := expr+ @ { puts "hello world!" } ;
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(Try expr\* instead of expr+ and see how the state chart is different.)

Now, try running this new state machine with inputs "hhh" and "hxh":

Running the state machine with input 104104104...  
hello world!  
hello world!  
hello world!  
Finished. The state of the machine is: 2  
p: 3 pe: 3  
Running the state machine with input 104120104...  
hello world!  
Finished. The state of the machine is: 0  
p: 1 pe: 3

When we pass "hhh", we get a "hello world!" for each "h". When we pass "hxh", we get the first "hello world!", but when we hit the "x" we enter the error state, so the last "h" doesn't get evaluated.

Here's one more [example](http://ananelson.com/blog/2008/01/multiple_state_machine.rl), this time without defining a run\_machine method:

%%{  
 machine hello\_and\_welcome;  
 main := ( 'h' @ { puts "hello world!" }  
 | 'w' @ { puts "welcome" }  
 )\*;  
 }%%  
 data = 'whwwwwhw'  
 %% write data;  
 %% write init;  
 %% write exec;

![Hello and Welcome State Machine](data:image/jpeg;base64,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)
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So, there you go. Hours of entertainment await you. We've only scratched the surface of Ragel's features here, but you should now be able to navigate through the User Guide without too much trouble. If you need a better reason than "fun" to play with Ragel, then bear in mind that parsers are a great tool for constructing Domain Specific Languages (DSLs), and state machines are magic code shrinking machines for situations where you need to keep track of the, er, state of something and control the transitions between states (i.e. business logic). I would highly recommend everyone to read[this article about Ragel](http://zedshaw.com/essays/ragel_state_charts.html) which inspired me to check it out. If you're into Rails, then take a look at the acts\_as\_state\_machine plugin which might be more intuitive than Ragel at first. If the DSL angle is more your cup of tea then you might want to look at [ANTLR](http://www.antlr.org/) instead, which has a different focus and feature set than Ragel.

# ===== Ragel State Charts =====

<http://zedshaw.com/archive/ragel-state-charts/>

The [Ragel State Machine Compiler](http://www.cs.queensu.ca/~thurston/ragel/) is one kick-ass piece of software by [Adrian Thurston](http://www.cs.queensu.ca/~thurston/) that I’ve been using for about a year now. What Ragel does is use a mixture of C/C++/D/Java code and a state machine specification to produce a functioning state machine. Using Ragel you can process text for network protocols, program logic, programming languages, parsers, etc.

*NOTE: This essay is old and just here for historical purposes.*

# **Specifying Servers With Ragel**

What I’m going to cover in this essay is some of the wicked weird ways I’ve been using Ragel to create rock solid network servers. I’m going slightly outside the bounds of Adrian’s original intent, but he designed it to be flexible enough that Ragel just handles the new work easily. I’d say using Ragel has significantly cut down on the amount of work I do to design new protocols, and I’m dying to revisit old servers I’ve written.

The best thing you’ll get from this essay is how state machines can make your networking code very bullet proof. Specifying your operations in a state machine has always been a great way to validate correct operation, but in the past it’s been a major pain in the ass. Using Ragel and a few little tricks I’ve been able to easily specify some very stable software with minimal development effort.

## Why Ragel Is Cool

This isn’t anything new as there’s been many software packages that do this, but what makes Ragel different is you can:

1. inject actions at any point in the machine’s transitions
2. use code to alter the machine’s state on the fly
3. flexibly mix between regex specification and state chart
4. specifications
5. produce a variety of machine styles like table, flat, or goto
6. machines
7. get varying degrees of control over the state minimization
8. easily mesh it with whatever IO or character access code you have
9. and it’s **fast** as hell

All of this sounds super fancy, but it’s really based on solid research done on state machines over the years. Adrian simply took all the best research and built a sweet little domain language for state machines. My favorite feature is how he cleanly merged the two styles of specification: regex and state chart. Regex style machines are common in text parsing, but state charts are better for specifying program logic. Having the power to use both makes for some damn good results.

What many people don’t realize when they first look at Ragel is that its flexibility at specifying regular state machines means that it breaks a cardinal rule of lexical analysis: A regex cannot parse nested structures.

I won’t get into why, but try it yourself sometime on an XML document. Use some fancy regex to pull out certain tags in the document then mix up the structure. You’ll find yourself able to do it, but every little change requires a tweak. Eventually you get this monstrosity that can’t be maintained. It’s just better to realize a regex is bad at this and mix regex analysis with parsing.

Ragel however gives you an insane amount of flexibility at**combining** various complex machines so that you can get damn close to processing hierarchical structures. It’s not complete enough to fully replace a LALR grammar generator, but it’s advanced enough to handle almost all the nasty hand coded lexers out there. Ragel produces efficient machines from fairly complex specifications and outputs fast as hell code of varying styles.

## Ragel In Mongrel

Ragel is the software behind [Mongrel’s](http://mongrel.rubyforge.org/) speed and correct HTTP processing. With very little effort I was able to use Ragel to create a full HTTP processor that can process the protocol at insane speeds. From a developer point of view Ragel let me crank out a fully functioning web server in about a week. In fact, the number of changes to the parser in Mongrel only accounts for 4.2% of the total revisions.

Specifying the protocol with a clear state machine also made Mongrel more secure than other servers. Simply being more explicit about what is valid HTTP means that most of the security attacks that worked on Apache were rejected outright when tried on Mongrel. In fact, we’d put Mongrel behind Apache and watch Mongrel reject about 80% of the attacks while Apache let them right on through.

I thought, if using Ragel on the protocol parsing made it more secure by default, then what would happen if I used it on other parts of the server? What if I created a similar state machine for the socket connection state or the server’s internal logic? Would that make things more secure as well? How hard is it to specify things this way?

This document is my first cut at answering these questions so other people can try them out and see if it works for them.

# **Enter Utu**

Very quickly, [Utu](http://savingtheinternetwithhate.com/) is my latest freaky experiment in writing better client/server software. It’s the culmination of years of experience implementing various protocols and inventing my own. What I’m trying to do is simultaneously try out a weird ass idea and use that idea as a catalyst for doing an alternative protocol design and implementation.

You don’t need to know too much about Utu really, but you need to understand a small bit to see why using a state machine is a great way to approach the problem.

Utu is a messaging server that has built-in cryptography and sender pays enforcement. Imagine an SMTP server that was always encrypted, could identify all senders and receivers by public keys, and could force senders to “pay” to send based on the opinion of receivers. In Utu this is called “hate calculations”. However, since Utu is just a generic messaging server with a simple hub/spoke design, it can do SMTP, HTTP, or IM style communications.

The goal for Utu is to fight the griefers of the Internet with hate. As you communicate with people over Utu you can tell the Hub you hate them. The amount you hate them turns into a throttling hate calculation they have to do before they can continue talking to anyone.

Let’s take an IRC channel as the best example of where Utu will help. Typically IRC channels are either chaotic free-for-alls or Nazi controlled kingdoms. It’s also common that the operators of a heavily controlled IRC channel don’t follow their own rules.

In Utu, a channel wouldn’t have operators. Instead, when a griefer showed up to cause mayhem, all the participants would be able to “pay the hate tax”. Once members pay to hate the griefer the Hub then starts throttling that person at the average paid level. The more people hate them the more they cook their CPU.

A fictional Utu conversation in this case might look like this:

1:00 < griefer > Ruby on Rails sucks!  
1:01 \* joe452 hates griefer at level 24  
1:01 \* frankyboy hates griefer at level 26  
1:01 \* argc12 hates griefer at level 32  
1:10 \* griefer's hate is now 27.3  
1:11 < joe452 > that should shut him up  
1:20 < griefer > Damn guys, it takes me 10 minutes to send a message. You suck!  
1:21 \* griefer leaves #rubyonrails

The idea is that *joe452*, *frankyboy*, and *argc12* all payed to hate*griefer* by performing the same calculation he’d be penalized with. This payment is a one time thing, and after they do that the Hub turns around and throttles griefer permanently at 28 (rounded up) whenever he talks to that room.

## State Machines In Utu

Utu already uses Ragel to parse its simple wire protocol (another document on that coming soon). The problem was if the hate calculations are to work they have to be maintained across socket connections. If *griefer* above is able to say something, disconnect, and then reconnect to avoid doing the hate calculation then it won’t work.

What’s needed is to maintain the state of *griefer’s* connection between socket reconnects. If he was forced to pay some hate, and he disconnects, then when he comes back his socket is immediately put into the “Hated” state.

I originally coded this by hand and it was nasty. On a hunch I redid the same logic using a Ragel state chart and simplified it tremendously. The new state machine is just starting out but already I’ve got the following advantages:

\* I can design and test the logic of a Hub Connection without actually having any network running.

\* The new machine is explicitly specified so people trying to get around it can be booted.

\* It’s a hell of a lot easier to maintain and understand.

\* I can actually use this as the specification for an Utu server. A single state machine diagram and a Ragel specification works much better than pages and pages of RFC documentation.

The rest of this document describes how I did it so that you can try it in your own servers.

# **State Machines**

When I show people this stuff they look at me like I’m crazy. Here’s a very recent chat with a bunch of high speed Ruby coders to demonstrate:

21:14 < zedas> http://pastie.caboo.se/29404 check this out  
 21:14 < zedas> that's the state machine for controlling an utu connection, with the hate   
 calculating process included  
 21:14 < zedas> then there's a unit test that basically just feeds various combos of events   
 (UEv\_\*) to test that the logic all works  
 21:15 < zedas> and then i can validate it with the graph ragel produces at the top  
 21:15 < zedas> and what's really cool is this syntax is very close to CSP syntax  
 21:16 < technoweenie> zooom  
 21:16 < technoweenie> right over my head :)

Dammit this stuff is not hard, it’s just that nobody learns about state machines unless they take an obscure compiler design class. Very few universities teach state machines as a method of specifying the logic for a program. Even fewer cover Hierachical State Machines or State Charts.

To rectify this I’m gonna give you a crash course in state machines that will hopefully help you understand enough to get what’s going on. **Skip this if you know about FSM already.**

## State Machines Are Classes (kinda)

I think the best way to understand state machines is to see how they might map to an Object Oriented language like Ruby. Fundamentally all state machines deal with State, Events, Transitions, and Actions. These can be mapped to OO code like this:

* State – instance variables or data.
* Events – public methods or messages other people can send.
* Actions – private/protected methods or internal logic when something
* happens.
* Transitions – changes to instance variables to move to a new state.

Take a look at this simple Ruby class below as an example:

001 class HelloMachine  
002 def initialize  
003 @message = "Hello World"  
004 end  
005   
006 def say\_hello  
007 if @message then write\_message else write\_error end  
008 end  
009   
010 def change\_message(msg)  
011 @message = msg  
012 if !@message then write\_error end  
013 end  
014   
015 private  
016 def write\_message; puts @message; end  
017   
018 def write\_error; puts "No hello available."; end  
019 end

Each part of this class loosely matches what is in a state machine:

1. message is the class’s current state. It can be something to print or nil.
2. Changes to message amounts to a transition, that’s what change message does.
3. say\_hello and change\_message are both events that cause something to happen.
4. change\_message changes the internal state (message) while say\_hello changes the *screen* state by printing something.
5. The if-statement in say\_hello handles the two states of nil or not-nil.
6. The private methods write\_message and write\_error are actions for the machine. They’re called on “transitions” or to perform activity when an event happens.

This is how most code these days is written in the OO world, but even this little class has a problem: it’s not *explicit* what message can be. It's just assumed that people won't be stupid and set it to anything other than nil or a String. Ruby's puts is pretty powerful, but if you want to really make sure that it's used properly you'd have to add extra if-statements to change\\_message so thatmessage can’t be in an invalid state.

# **State Machines Are Explicit**

What a state machine formalizes is mathematically how these four pieces (State, Events, Actions, and Transitions) fit together and then defines explicitly what is allowed. Rather than just letting `message be anything, a state machine defines a set of allowed values. That’s it. Rather than allowing any event a state machine defines a limited set of events. Transitions are also restricted to what’s defined in the state machine so that it’s clear how a machine moves from one state to another and what causes that move. Actions are quite as well formalized since they’re more of a practical addition to make state machines useful for processing.

What annoys most programmers about state machines (apart from having to learn tons of math) is that they require this explicit thinking and covering all the possibilities. When you code up some OO you just code. As you build it up you start adding more restrictions, cover the code in unit tests, and then assume it works. With a state machine you sit down and define all the possibilities, and then the state machine compiler you use makes sure it is always in this domain.

As a quick taste, I can take the above HelloMachine and rewrite it like this in Ragel:

001 Hello = (  
002 start: (   
003 say\_hello @write\_message -> start |  
004 set\_message\_string @change\_message -> start |  
005 set\_message\_nil @write\_error -> no\_message   
006 ),  
007   
008 no\_message: (   
009 set\_message\_string @change\_message -> start |  
010 set\_message\_nil -> no\_message |  
011 say\_hello @write\_error -> no\_message  
012 )  
013 ) >initialize;

In this example we setup a new kind of event set\_message\_string and set\_message\_nil to indicate that you’re only allowed to set it in two ways. There’s also two basic states *start* and no\_message. The > symbols mean transition to that state, and `write\_error means run the *write\_error* action before you transition.

Now, obviously this isn’t much smaller than your original code, and you’ve gotta understand the new syntax to get it, but take a look at the following diagram generated by Ragel from this machine (click for larger image):

![HelloMachine](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR42mP4//8vAwAI+AL89h3njgAAAABJRU5ErkJggg==)

That’s a fairly nice concise diagram for what is going on. The terminology might be a little foreign, but right away you can see when each action is called, what causes the transitions to the different states (states are in the circles), and how loops are handled. Trying to get a similar description from a larger set of source code would be impossible without some serious tools and it wouldn’t even be close to as accurate.

# **Using State Machines In Protocols**

When you design a server there’s several places where you have to control determinism to make sure things stay sane:

1. lexical elements (lexemes).
2. syntactic structure (grammar)
3. semantic meaning and analysis (logic)

Typically you see these terms used in the design of compilers but not really in designing servers. The thing is clients and servers do much of the same work that compilers do, it just has to do it dynamically and with malicious user inputs from untrusted sources. Why not leverage the decades of theory and practice in compiler design to make servers more robust?

With this in mind we can see using a typical lexer for lexical elements and a parser generator for the grammar should be easy. If you design your protocol right you can get away with just using Ragel for both of those as well, but some protocols will need a real parser generator. I recommend “Lemon”:<http://www.hwaci.com/sw/lemon/> if you need one that’s good with memory and error handling.

For semantic meaning we’re going to use the state chart style of machine specification for Ragel. This way of specifying a state machine uses labels and transitions inside nested state machines to make processing happen. You’ve already seen this style with the Ragel version of the HelloMachine we had above.

# **Utu Connections and Hubs**

Our server will use two state machines to manage its operations. One will be for the Hub and will be very simple for now. Its job is simply dealing with new network connections, handling the start-up process, and stopping connections that are dead.

The Hub manages a set of Connection machines that manage the state of each connected socket. The Connection receives events from the socket and other input points and, depending on what needs to be done, makes transitions around the machine. The Connection does the majority of the processing and is only alive while the socket is connected.

# **Utu Hub State**

When the Utu server starts up it needs to create a Hub that’s listening on a socket so it can service connections. Part of this process involves loading a key either from a file or dynamically generating it. Once the cryptography is ready to go and the Hub is listening on the socket the Hub just has to keep processing clients as they open and close.

First important thing I do in “the hub.rl”:hub.rl file (after some C boilerplate and action definitions) is to list the events we’re interested in:

001 listen='L';  
002 gen\_key='K';  
003 gen\_key\_done='k';  
004 key\_file\_load='F';  
005 conn\_open='O';  
006 conn\_close='C';  
007 done='D';

Normally Ragel operates on characters, but I can just as easily use these as events to the machine by defining similar *enum*definition in a C .h file. For now we’ve just got a bunch of characters that stand for each event that’s allowed.

After we say what events are possible, I specify the state machine, transitions, and actions to call:

001 Hub = (  
002 start: (  
003 gen\_key -> GenKeys  
004 ),  
005  
006 GenKeys: (  
007 gen\_key -> GenKeys |  
008 gen\_key\_done -> CryptoReady |  
009 key\_file\_load -> CryptoReady  
010 ),  
011  
012 CryptoReady: (  
013 listen -> Listening  
014 ),  
015  
016 Listening: (  
017 conn\_open `open\> Listening |  
018 conn\*close `close -> Listening |  
019 done -> final  
020 )  
021  
022 ) >begin %finish `!error;  
023  
024 main := ( Hub %{ printf ("\\n"); } )\\*;

This is not really enough logic to warrant a full state machine approach, but the Hub will start to pick up more complex decisions and logic as Utu progresses. Remember I already tried to do just the above in hand written form and it was disgusting. Hopefully this will be much better.

Let’s walk through this line by line so that you can start to understand how a Ragel state chart is specified and what each bit of syntax means. The Hub’s machine is simpler than the Connection’s so we’ll be able to cover the various features and understand it. First up, here’s the diagram from the above machine for you to take a quick look at (click for a larger version):
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* 001: This starts off the Hub machine. The closing parenthesis is on 020.
* 002: The *start:* is a label. We’re basically telling Ragel where the Hub machine should start its life.
* 003: This is the first event > state transition we’re making. We’re saying that when the *gen*key\_ event happens, transition to the *GenKeys* state. In this case *GenKeys:* is on line 006.
* 004: A **very** important point is that each of these labeled states must have a ‘,’ character separating them. Ragel won’t report an error but the machine won’t work right without it.
* 006: Here’s our state for handling the key generation process. There’s three events that this state can accept.
* 007: The first event we handle is another *gen*key\_ so that we can report status during the lengthy key generation process. That’s why this transitions> *GenKeys* again.
* 008: At the end of 007 there was a | (pipe, OR symbol) that separated *gen*key\_ event transitions from this one,*gen*key*done*.
* 009: Just like *gen*key*done* event the *key*file*loaded event causes the machine to transition to*CryptoReady\_ indicating it’s done.
* 012014: These lines are just like *start:* except that we’re waiting for the server’s socket to be ready for listening. Once we get the *listen* event we transition> *Listening*.
* 016: Our Listening state that we’ll now loop continuously inside until we get a *done* event.
* 017-019: Here we process the Connection open/close events, and the done event for when the hub shuts down. The new thing to notice here are the open\_ and \_*close*statements. These say to run the actions named “open” and “close” and are how you make the machine do things for the program.
* 022: This line ends the *Hub* machine and then appends a few new actions. Ragel uses a funky but very cool syntax for actions that we’ll cover in a second.
* 024: The last line simply tells Ragel that the main machine to run is Hub and a small action with the %{ .. } syntax prints out a newline when the Hub exits.

Take a look at the machine, [the hub.rl file](http://zedshaw.com/archive/ragel-state-charts/hub.rl) and the [hub state diagram](http://zedshaw.com/archive/ragel-state-charts/HubState.png) and bounce between them trying to trace how the actions move when different character events are handed to the machine. Using the above description of the syntax you should be able to use the diagram to sort out how the Hub works. If not, try picking an event and then matching it to lines in the diagram.

### Actions In Ragel

Ragel’s unique feature is that you can embed an “action” anywhere in the state machine, and at the same time control what stage of the machine should run the action. Ragel uses a wide array of symbols prefixed to the action name to indicate when it should be run. Let’s take our machine above and some of the actions:

* >begin on line 022 means run the *begin* action on entry to the Hub machine.
* %finish on line 022 means run the *finish* action when the Hub is finally exited.
* \*`!error means run the *error* action at any point where there’s an error.
* The ‘' symbol also means on each transition that's not an entry or exit. So on 017 and 018 where we doopen and `close we’re basically saying to run those for that event and then transition.

The Ragel manual has a ton more of these kinds of specifiers and the syntax can get very advanced, especially once you start adding error terms and such. For now just know in a state chart machine when you want to run an action put it after the event and prefixed with an @ just like on lines 017 and 018 above.

## Generating The Code

If you take a look [at the hub.rl file](http://zedshaw.com/archive/ragel-state-charts/hub.rl) you’ll see how this is all worked into the middle of some C code. When we want to generate this file into C code we run this command:

$ ragel hub.rl | rlcodegen -o hub.c

The resulting hub.c file isn’t much to look at but it compiles and then you can start running it. We’ll show how it’s run and unit tested in the next section.

When you want to get a diagram like the ones I’m showing you run this command:

$ ragel hub.rl | rlcodegen -V -p -o hub.dot  
 $ dot -Tpng hub.dot -o hub.png

To make the above work you have to install the [Graphviz](http://www.graphviz.org/)diagram system and make sure *dot* is in your path.

How the *ragel* and *rlcodegen* tools work is that *ragel* reads your state machine specification and then outputs XML on stdout (you can save it to a file). This gets passed to *rlcodegen* which reads it and produces code of different styles and for different languages. For example I can have *rlcodegen* produce a goto style machine (they’re fast) for Java with this:

$ ragel -J ajavathing.rl | rlcodegen -o -G2 ajavathing.java

You can also control other options so read the [Ragel PDF](http://www.cs.queensu.ca/~thurston/ragel/) for your version (down about mid page).

## Unit Testing The Hub

A state machine like this has some interesting testing properties. First we can actually unit test the logic for the hub without connecting it to any other part of the system until we’re ready. Second we can actually [fuzz](http://en.wikipedia.org/wiki/Fuzz_testing) the machine to see how it reacts to invalid inputs. Finally, testing the Hub involves feeding it varying streams of events, so we can try out different usage scenarios really easily.

Here’s a sample using the [CUT](http://www.falvotech.com/content/cut/) test suite where we just test a simple run:

001 void \_\_CUT\_\_UtuHub\_Hub\_state()  
002 {  
003 HubState fsm;  
004   
005 const char simple\_events[] = {UEv\_GEN\_KEY, UEv\_GEN\_KEY\_DONE,  
006 UEv\_KEY\_FILE\_LOAD, UEv\_LISTEN, UEv\_DONE, 0};  
007   
008 hub\_exec(&fsm, simple\_events, 1, 1);  
009 }

Notice on line 005 we setup an array of a bunch of C constants. Each of those is set to the characters in our events section above, so we’re basically feeding characters to the *HubState* fsm. The *hub*exec\_ function used on 008 above looks like this:

001 int hub\_exec(HubState \*fsm, const char \*events, int initialize, int finalize)  
002 {  
003 if(initialize) ASSERT(HubState\_init(fsm), "failed to init HubState");  
004   
005 while(\*events) {  
006 if(HubState\_exec(fsm, \*events) == -1) return 0;  
007 events++;  
008 }  
009   
010 if(finalize) ASSERT\_EQUALS(HubState\_finish(fsm), 1, "failed to finish machine");  
011   
012 return 1;  
013 }

The *hub*exec\_ method cuts down on repetition in the test cases (which we’ll demonstrate more with the Connection machine later). What it does is:

* 003: Initialize the Hub with HubState*init but only if asked.*
* *\* 005-006: Process each event until it hits a 0 indicating the last*
* *event. It uses HubState*exec to do this.
* 010: Finishes the HubState fsm if asked to using HubState\_finish.

Using this setup we can test out fairly complex usage scenarios with just arrays of events and some function calls to *hub*exec\_ to make them happen.

## Utu Connection State

The Connection machine (in the [connection.rl](http://zedshaw.com/archive/ragel-state-charts/connection.rl) file) is setup almost identically but is more extensive. There’s no new syntax in the file, so we’ll just show the events it handles and the machine and cover the new stuff.

001 open='O';  
002 key\_present='P';  
003 key\_reject='p';  
004 key\_accept='a';  
005 peer\_fail='T';  
006 member\_fail='M';  
007 member\_register='m';  
008 close='C';  
009 svc\_recv='s';  
010 msg\_sent='e';  
011 msg\_queued='Q';  
012 msg\_recv='R';  
013 hate\_apply='H';  
014 hate\_challenge='h';  
015 hate\_paid='b';  
016 hate\_valid='V';  
017 hate\_invalid='v';

Nothing new here other than a larger number of events to deal with. Notice that I did reuse some of the events from the [Hub machine](http://zedshaw.com/archive/ragel-state-charts/hub.rl) so that the C code is easier to maintain. In an ideal situation the Ragel code wouldn’t even have these specified and instead they’d just come from C.

Here’s the Connection’s state machine specification, which is twice the size of the Hub’s specification, but doesn’t have anything new except for a single nested machine used to handle hatred:

001 Connection = (  
002 start: ( open @open -> Accepting ),  
003   
004 Accepting: ( key\_present @key\_check -> KeyCheck ),  
005   
006 KeyCheck: (  
007 key\_reject @establish\_failed -> Aborting |  
008 key\_accept @tune -> Tuning  
009 ),  
010   
011 Tuning: (  
012 peer\_fail @establish\_failed -> Aborting |  
013 member\_fail @establish\_failed -> Aborting |  
014 member\_register @established -> Idle  
015 ),  
016   
017 Idle: (  
018 msg\_recv @recv -> Delivering |  
019 msg\_queued @queued -> Sending |  
020 svc\_recv @service -> Servicing |  
021 hate\_apply @hate\_apply -> Hated |  
022 close @close -> final  
023 ),  
024   
025 Hated: (  
026 start: ( hate\_challenge @hate\_challenge -> Awaiting),  
027 Awaiting: ( hate\_paid @hate\_paid -> Validating ),  
028 Validating: (   
029 hate\_valid @hate\_valid | hate\_invalid @hate\_invalid   
030 ) -> final  
031 ) -> Idle,  
032   
033 Aborting: ( close @aborted -> final ),  
034   
035 Delivering: ( msg\_queued @delivered -> Idle ),  
036   
037 Sending: ( msg\_sent @sent -> Idle ),  
038   
039 Servicing: ( msg\_queued @delivered -> Idle )  
040   
041 ) >begin %finish;  
042   
043 main := ( Connection %{ printf("\n"); } )\*;

Which is diagrammed by Ragel as (click to enlarge):
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There’s nothing new in the Connection state, it’s just more complex. Each event triggers an action and then transitions to a new state in the *Connection* machine.

The main difference is we use a nested machine for the *Hated*label on line 025. Just like Connection is a machine with a bunch of labels in it, each label can also point at a machine with labels in it. *Hated* is such a nested machine and it handles the process of starting a hate calculation (012), paying it (027), validating the hate (029), and then going back to normal processing (031).

The big thing with nested machines is that you can only transition to labels in that machine or to final. This is why the whole *Hated* state machine has a transition to -> *Idle* on line 031.

Another thing you should see is I didn’t include the !error on the Connection machine like in the Hub machine previously. The reason is this makes the diagram more difficult to understand since it produces those "DEF/error" lines in "the Hub Diagram":HubState.png which are really annoying initially. What I do is add the!error action after I’ve worked out the logic more completely.

# **Unit Testing Connection State**

Testing the Connection machine is just like the testing we did with the Hub machine:

001 void \_\_CUT\_\_UtuHub\_Connection\_state()  
002 {  
003 ConnectionState fsm;  
004   
005 const char simple\_events[] = {UEv\_OPEN,   
006 UEv\_KEY\_PRESENT, UEv\_KEY\_ACCEPT,  
007 UEv\_MEMBER\_REGISTER, UEv\_CLOSE, 0};  
008   
009 ASSERT(conn\_exec(&fsm, simple\_events, 1, 1), "simple events failed");  
010   
011 const char default\_setup[] = {UEv\_OPEN,   
012 UEv\_KEY\_PRESENT, UEv\_KEY\_ACCEPT,  
013 UEv\_MEMBER\_REGISTER, 0};  
014   
015 const char hate\_paid\_valid[] = {UEv\_HATE\_APPLY, UEv\_HATE\_CHALLENGE,   
016 UEv\_HATE\_PAID, UEv\_HATE\_VALID,   
017 UEv\_CLOSE, 0};  
018   
019 const char hate\_paid\_invalid[] = {UEv\_HATE\_APPLY, UEv\_HATE\_CHALLENGE,   
020 UEv\_HATE\_PAID, UEv\_HATE\_VALID,   
021 UEv\_CLOSE, 0};  
022   
023 ASSERT(conn\_exec(&fsm, default\_setup, 1, 0), "default setup failed");  
024 ASSERT(conn\_exec(&fsm, hate\_paid\_valid, 0, 1), "hate paid valid failed");  
025 ASSERT(conn\_exec(&fsm, default\_setup, 1, 0), "default setup failed");  
026 ASSERT(conn\_exec(&fsm, hate\_paid\_invalid, 0, 1), "hate paid invalid failed");  
027 }

The *conn*exec\_ function is almost identical to the *hub*exec\_ function and it’s just used to reduce repetition in the test code. In this test we’re trying out different interactions like a simple test then a few tests based on hate.

Otherwise there’s nothing more to the whole thing than just running different lists of events through the machines and making sure they are still operating.

When you start to compare the specification with [the diagram](http://zedshaw.com/archive/ragel-state-charts/ConnectionState.png)you should be able to tell where the *Hated* machine starts working, how it’s transitioned into, and follow the path of other events. Ragel uses numbers for the states, but with a machine this small it’s not hard to figure out what’s what.

# **Next Steps**

With my new found knowledge of Ragel state charts I’m starting to work out the Utu machines and testing their logic more extensively. The next step is to obviously make them do something useful. What will happen is based on this diagram you saw previously:

You can see the Connection gets events from the Hub and the sockets it’s managing. The events from the Hub are combinations of *hate*apply\_ for transferring hate between people over the connections and open/close events for when the Hub needs to stop a Connection.

Events from the socket will come from two little threads that parse data off the wire into messages for the machine, or send out messages that are generated from the machine.

The follow-up to this article explain how these state machines are actually used in practice to make the server operate, and how well they do when compared with hand coding. I’ll explore things like whether it reduced the code compared to the previous version, how changes were handled, how robust the new version is, and probably see what fuzzing the machine does to it.

# ===== Building tokenizers with Ragel =====

<https://engineering.emcien.com/2013/04/5-building-tokenizers-with-ragel>

April 10, 2013,

By James Dabbs
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One of the problems we've been wrestling with lately here at Emcien is finding patterns in network traffic (with an eye towards detecting intrusion attempts). We've exerted considerable effort to make our pattern detection engine run as fast as possible, but recently did some profiling and found that significantly more time was being spent tokenizing the input before handing it off for analysis. I've been building a new tokenization tool chain using Ragel and wanted to share a little of my experience by walking through the design of a simple Ragel parser for converting Apache log lines to JSON.

This article assumes a passing familiarity with [finite state machines (FSMs)](http://blog.markshead.com/869/state-machines-computer-science/) and regular expressions. Those of you who prefer code to text can check out the finished product [on Github](https://github.com/emcien/ragel-apache-logs).

# Why Ragel?

I had two main design constraints for this tokenizer project:

* Make it fast
* Make it work consistently in the engine (C), app (Rails) and on the client-side (Backbone)

Ragel works by defining a state machine directly and then using that definition to generate code in any of several host languages - C, D, Go and Java are supported by default, but there are projects to allow generation in other languages, including [javascript](https://github.com/dominicmarks/ragel-js). That nicely covers point 2, with the incidental benefit that each tokenizer is essentially a [declarative](http://latentflip.com/imperative-vs-declarative/) specification of the input it expects to see.

As for the first point - speed - Ragel exposes code generation strategies that can produce some *really* fast C code, as we'll see shortly.

# How it works

Broadly, using Ragel to write a program consists of an abstract machine specification and code to integrate that machine into a host language:

## The input specification

We'll want to generate a machine that can read in lines like this (clearly old) log entry

**71.109.86.22** **-** **-** [19/Apr/2006:02:27:44 -0700] "GET /bg/henna-take1.jpg HTTP/1.1" **200** **133028** "http://profile.myspace.com/index.cfm?fuseaction=user.viewprofile&friendid=6980420" "Mozilla/4.0 (compatible; MSIE 6.0; Windows NT 5.1; SV1; .NET CLR 1.1.4322)"

Here's the specification I ended up writing:

machine clf;  
 action mark { mark(); }  
  
 host = [0-9\.]+ >mark *%{ emit("host"); };*  
 user = alpha+ >mark *%{ emit("user"); };*  
 date = [^\]]+ >mark *%{ emit("date"); };*  
 request = [^"]+ >mark *%{ emit("request"); };*  
 status = digit+ >mark *%{ emit("status"); };*  
 size = (digit+ | '-') >mark *%{ emit("size"); };*  
 url = [^"]\* >mark *%{ emit("url"); };*  
 agent = [^"]\* >mark *%{ emit("agent"); };*  
  
 line = (  
 host space  
 '-' space  
 '-' space  
 '[' date ']' space  
 '"' request '"' space  
 status space  
 size space  
 '"' url '"' space  
 '"' agent '"' '\n'  
 );

Let's step through that -

machine clf declares the clf (common log format) machine and allows us to include it in other machines later.

Code in a {} block is embedded code in the host language, so action mark { mark(); } declares the mark action, but delegates its actual implementation to whatever code we end up embedding this machine in.

Ragel features several simple built-in machines and knows how to generate a machine from a basic regex.host = [0-9\.]+ defines a machine named host that accepts a string of one or more digits or periods (you could, of course, specify this more carefully). The other named machines are similar (recall that e.g. [^"]matches anything except a ").

The interesting part of the simple machine definitions is the >mark %{ emit("type"); }. > and % define actions to take on certain types of state transitions - in this case, marking the parser's position when entering (>) one of these machines and emitting the parsed token upon leaving (%). Again, the { emit("type"); } block is just code in the host language; we'll have to define an emit function in every program we write using this machine - but fortunately, that syntax works for calling functions in C, Ruby and Javascript.

line is a compound state machine built up from the simpler ones we've just defined. The default operation is concatenation, so line just looks for these parts one after the other.

Fun aside: Ragel integrates nicely with Graphviz. [Here's](http://i.imgur.com/QYoH0gh.png) the machine we just built (as generated by ragel -Vp).

Now that we've declared a machine, we should write a program to take it for a spin:

## A Ruby debugger

In fairness, nailing down your input format can be a delicate and error-prone process. I found it helpful to write a Ruby tokenizer first so that I could stop and introspect the parser's state at the point of failure. Here's what that might look like:

*%%{*  
 machine debugger;  
 include clf "clf.rl";  
  
 variable data @data;  
 variable p @p;  
  
 main := line $!{ error };  
 }*%%*

%% deliniates Ragel directives. Here we're defining a new main machine which includes our previously defined line and adds a call to the error function if the parser hits an error in any state ($!). Internally, Ragel uses the variables data for the text to parse and p for the symbol currently being read. We want these to be instance variables for a Tokenizer class, but fortunately Ragel allows us to specify what names those variables actually use. Here's the class definition:

**class** **Tokenizer**  
 **def** initialize path  
 @path = path  
 *# This writes the actual state transitions into the generated .rb file*  
 %% write data;  
 #% *# Fix syntax highlighting*  
 **end**  
  
 **def** run  
 File.foreach @path **do** |line|  
 *# Store the current line for later reference*  
 @line = line  
 *# Ragel expects data to be an array of integers and needs a little*   
 *# extra bookkeeping to know where to start and stop parsing*  
 @data = line.unpack 'c\*'  
 @p, pe = 0, line.length  
 eof = pe  
  
 *# This writes the actual machine instructions into the file - this*  
 *# code will consume input and and call `mark` and `emit` when applicable*  
 %% write init;  
 %% write exec;  
 **end**  
 **end**  
  
 **def** mark  
 *# Simply store the current position*  
 @ts = @p  
 **end**  
  
 **def** emit type  
 *# Print the type and text of the last read token*  
 puts "**#{**type**}**: **#{**@data[@ts...@p].pack('c\*')**}**"  
 **end**  
  
 **def** line  
 *# Print the current line, highlighting the current character*  
 pre, curr, post = @line[0 ... @p], @line[@p], @line[@p+1 .. -1]  
 highlight = curr =~ /\s/ ? curr.on\_light\_red : curr.light\_red  
 pre + highlight + post  
 **end**  
  
 **def** error  
 *# Print out the erroneous line, and halt so we can inspect the state of*  
 *# the machine*  
 puts "ERROR: ".red + line  
 binding.pry && **raise** *# so exit 1 will halt execution immediately*  
 **end**  
 **end**  
  
 Tokenizer.new(ARGV.first).run

Run

ragel -R **<filename>** -o debugger

to interpolate these directives into actual Ruby source code. You'll be doing this a lot, so I'd recommend making a Makefile for it - something like [this](https://github.com/emcien/ragel-apache-logs/blob/master/Makefile). Once the code is generated, you can run it with ruby debugger /path/to/infile. Now if we try to parse some unexpected input, we'll get something like:

![](data:image/jpeg;base64,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)

and be dropped into a [pry](http://pryrepl.org/) terminal to poke around. Very convenient.

**How are we doing on speed?**

$ time ruby debugger log.100k > out  
  
 real 0m47.341s  
 user 0m47.098s  
 sys 0m0.201s

About 2100 lines/s. Tolerable for small files. Ragel does have the -T1 optimization option for Ruby code, but we can do better.

## A C binary

The C program is fairly similar to the Ruby one, just with more fiddly string details and less robust error handling. In this case, we'll be outputting the results as a JSON-formatted array of objects:

#define MAX\_LINE\_LENGTH 4096  
 char inbuffer[MAX\_LINE\_LENGTH], outbuffer[MAX\_LINE\_LENGTH];  
  
 %%{  
 machine parser;  
 include clf "clf.rl";  
 main := line;  
 write data;  
 }%%  
  
 *// Declare these in global scope so that the machine and our action*  
 *// definitions can access them.*  
 int cs;  
 char \*p, \*pe, \*ts;  
  
 *// Mark is similar, but C has no notion of instance variables*  
 *// To emit, we write this key:value pair to our output buffer*  
 **static** **inline** void mark() { ts = p; }  
 **static** **inline** void emit(char \*type) {  
 \*p = '\0';  
 char fmtbuffer[MAX\_LINE\_LENGTH];  
 sprintf(fmtbuffer, "**\"**%s**\"**:**\"**%s**\"**,", type, ts);  
 strcat(outbuffer, fmtbuffer);  
 }  
  
 int main() {  
 int lines = 0;  
  
 fputc('[', stdout); *// Start the list*  
 **while**(fgets(inbuffer, MAX\_LINE\_LENGTH, stdin) != NULL) {  
 *// Start writing the JSON object to the buffer*   
 *// Include a leading comma if we need to separate it from its predecessor*  
 **if** (lines) {   
 strcpy(outbuffer, ",**\n**{");  
 } **else** {  
 strcpy(outbuffer, "{");  
 }  
  
 *// Start the machine running on the input buffer*  
 p = inbuffer;  
 pe = inbuffer + strlen(inbuffer);  
 ts = p;  
 %% write init;   
 %% write exec;  
  
 *// Finalize the object, chomping off the last comma*  
 int len = strnlen(outbuffer, MAX\_LINE\_LENGTH);  
 outbuffer[len - 1] = '\0';  
 fprintf(stdout, "%s}", outbuffer);  
 lines ++;  
 }  
 fprintf(stdout, "]**\n**");  
 **return** 0;  
 }

Easy, modulo C's usual string-handling headaches. Compilation is similar to the Ruby case, only without the -R flag. There are several optimization options available - I'm using -G2 which generates a "really fast goto driven FSM".

**And just how fast is the finished product?** Compiled with -O3:

$ time ./parser < log.100k > out  
  
 real 0m0.418s  
 user 0m0.318s  
 sys 0m0.045s

~240k lines/s and two orders of magnitude faster than the Ruby version. Not bad[.](http://i2.kym-cdn.com/photos/images/original/000/138/246/tumblr_lltzgnHi5F1qzib3wo1_400.jpg)

## Parting thoughts

This machine barely scratches the surface of what Ragel can do - it also supports really fine-grained action specifications and tools for writing scanners, backtracking and controlling non-determinism. Full details are available in the [Ragel user guide](http://www.complang.org/ragel/ragel-guide-6.8.pdf).

My favorite thing about using Ragel is the "write once, run anywhere" workflow. With this machinery in place, tokenizing a new input format is just a matter of declaring a new grammar and running any of your tokenizers in a new language is just a matter of writing a new adapter. I'll leave writing a Javascript version of this machine as an exercise for the reader.

Happy parsing!